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Problem 1: Molecular conformers

Amolecular conformer is a particular shape or atomic arrangement that a molecule can adopt. Often molecules will flip between these two arrangements of their atoms. The aim in this problem is to model the changes in
the numbers of molecules in different shapes (conformers) over a period of time.

We assume that there are two conformers of a particular molecule which we want to model, conformer A and conformer B, and the total number of molecules is fixed, so that .4 + n.p remains the same. We assume that
every hour, 20% of the current population of conformer A will turn into conformer B. However, there is a chance of also transitioning in the other direction, and so each hour, 10% of the molecules in conformer B turn

back into conformer A. We assume that initially, there are 150 ' A molecules’ and 150 'B molecules'. We also assume that the changes in populations take place in discrete time intervals on the hour, each hour.

]

Furthermore, we can recast the problem of finding the vector from one hour to the nex, as a single matrix equation, with a linear system of equations. By acting the initial vector of populations on a 2 x 2 matrix of fixed
probabilities, indicating the proportion of molecules which transition between states or remain in the current state, you should be able to find the vector of populations in the second hour to be 4 = 135 and 2 = 165.

a) We can write the number of A-molecules (n.4) and B-molecules () as a vector each hour,

Write a code cell below, to initialize a numpy array of the appropriate 2 x 2 matrix of probabilities assigned to the variable P, and the vector of current A and B populations, assigned to the variable pop ,
which should be initialized to (150, 150). Calculate the matrix multiplication of » and the vector pop (use the nunpy module to help), and therefore print out what the population of each type is after one

hour (which should be 124 = 135 and g = 165). Finally, have the code test whether the matrix P is a symmetric matrix or not, and print out a statement about this. [8 marks]
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b) We are particularly interested in what happens after a long time - are there a steady number of A- vs. B-molecules, o does one conformer win out? If it is a ‘steady state' (when the populations settle down to a constant

over time), then what are these steady populations? Note that the transition probabilities remain the same each hour, so we can use the same probability matrix, », and use it to update the populations many times.

Set up a loop in the code cell below, to find out what the populations are 72 hours after the initial condition. Each iteration, also check that the total number of molecules (4 + 755 is conserved, and equal to
the original number (300, to within reasonable numerical precision). Write out the final number of A— and B—molecules. Is this a stable number, or does it change after another day? [6 marks]

) This long-time ‘steady-state' behaviour can calculated directly, since we know that any vector where the application of a matrix results only in only a scaling of this vector (leaving the relative magnitudes of the elements of thé
vector unchanged) must be an eigenvector of the matrix. Specifically, if the populations are steady and not growing overall, the eigenvalue corresponding to this eigenvector must also be equal to 1. (Check the definition of an
eigenvector to make sure you are happy with this logic).

In the code cell below, diagonalize the matrix ¢, and find the eigenvector corresponding to the eigenvalue equal to 1. Note that this eigenvector is not normalized corresponding to the conditions we set
(i-e. that the total population is 300 at every time). Find and print out the factor that the eigenvector should be multiplied by, in order to ensure that the long-time steady state populations of A- and B-molecules

matches the values obtained in part c). This number should be printed out to 4 decimal places.

Note that you should use the numpy or scipy modules in order to do this diagonalization, though it may be worth checking that your code is doing what it should by comparing to a pen-and-paper diagonalization of the
matrix. [6 marks]
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In this problem we are considering the logistic map, a very simple sequence with very non-trivial behaviour. It simply updates a (scalar) variable, such that its next value depends solely on its current value. The sequence has

the following form:
Tupr=axa, x (1- @),

where z, is the current variable in the range [0, 1], z,,+1 is the next value in the sequence, and a is the growth rate which we will consider to be in the range [0, 4]. This is often used to model systems which grow under a
constraint of a finite number of resources, where e.g. z, represents the fraction of the total possible population size at a particular time. Here, the population will grow according to ,, but be constrained by the (1 — z,,)
term when z,, gets too large. When ,, = 0, the population is zero, and when ,, = 1, the population is at its maximum possible size. Indeed, since the resources are limited, the expansion is also proportional to (1 —
2,,) and if the civilization reaches the maximum population of & = 1 it will have exhausted all its resources and then collapses to = = 0. Note that compared to the problem above, this sequence has non-linear (quadratic)

terms in ., which has a profound affect, especially in the long-time limiting behaviour. As a background to this problem, it may be helpful to watch the following video here.

a) Write a function called find_fix_point in the code cell below, which takes as its arguments, the growth rate a, and an initial value for . It should return the convergence point of the sequence. We assume

in this problem that the sequence reaches a converged state after n — 100 iterations, so that the convergence point z* can be approximated by the n = 100 element of the sequence (z10). [6 marks]
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b) We now want to consider how this 'fix point', z*, varies for different growth rates, a, and different initial conditions, (.

init for the first cycle of your for loop, and a = a_final for the last

In the code cell below, loop over 1000 uniformly spaced growth rates in the interval between a_init and a_final . This means that a=
cycle. For each value of a, we also want to loop over 50 possible values for z in the range [0,1]. However rather than these taken to be uniformly spaced, these initial conditions should be chosen at random,

using the numpy . randon module. Store all of the values for a:* in an array (found using the function defined in part a), and make a scatter plot of =" against a, for a (on the x-axis) in the range 1.5 to 4, with
each point represented by a small black point. Be sure to always label your axes! [9 marks]
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©) Repeat the code of b) below, but now make a scatter plot of z* for 1000 equally-spaced values of a in the interval [3,4], and a final plot for  in the interval [3.5,3.8]. [2 mark]
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d) Discuss the results obtained in a Markdown cell. For which values of a do you obtain more than one fix point? Discuss the observed trend as a is increased, and the consequence of the accumulation of fix

points for the stability of a growing population. Why are the long-time trends of this sequence so different to the previous question. [2 marks]
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Problem 3: Projectile motion

One of the big challenges in mathematical physics is the solution to differential equations, such as Newtons equations. In this problem, we aim to simulate the motion of a projectile under the force of gravity. While simple ‘free’
projectiles like this can be solved analytically (with the ‘constant acceleration equations), we are going to instead use the Euler method to numerically integrate these equations in time to follow the trajectory of the projectile,
and so these analytic constant acceleration equations should not be used.

In order to do this, we note that we can decouple the z (horizontal) and y (vertical) motion. We therefore aim to end up with two arrays for the -coordinates and y-coordinates for each time step that we consider (as well as
another set of arrays for the components of the velocity). Finally, to solve differential equations, we will need to specify an initial condition, i.e. the initial - and y position for the projectile, as well as the initial velocity in each
direction. Considering the propagation in the y-direction (the  direction is simple, as there is no acceleration and the velocity is therefore constant), we can write the expression for the propagation of the coupled y-position

and y-velocity of the particle as

Ylt+ At) =g(t) — At x g

y(t+ At) = y(t) + At x g(t)

With these two equations, we can predict the position and velocity of the particle at the next time point, from knowledge of the position and velocity at the previous time point.

a) Initialise variables denoting the timestep for the integration, at , the acceleration due to gravity, g=s.s ms 2, and the maximum time to integrate, ¢_nax - Calculate the number of timesteps required simulate
speed, height and angle of the

this maximum time, and initialize numpy arrays to hold the - and y- positions and velocities for each time step. It will also be worth initializing variables to store the ini

trajectory rather than hard coding them, so that these can be simply changed later on.

Initialize the projectile as starting at ground level, and fired at a speed of 100ms ! at an angle of 30${\circ}$ above ground level, choosing ¢t=0.01 seconds. Print out the maximum height above ground level
that the projectile reaches, the maximum distance the projectile travels in the x-direction before it hits the ground, and the time that the projectile travels (Note that while these values can be obtained analytically
from constant acceleration equations, they should instead be found from the simulated dynamics of the Euler propagation). [10 marks]
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b) In the code cell below, copy the code from part a) and plot the trajectory as - against y-position for the projectile until it reaches the ground. Include axes labels. [3 marks] 16

17

) The total energy of the projectile at each point in time can be calculated as the sum of its kinetic and potential energy. Find the energy of the projectile (assuming a mass of 10kg) at each point in time in another array, and ' 1&
create a labelled plot of it as a function of time.

In a text/markdown cell underneath, discuss what this plot is showing, and discuss what it should look like for the exact propagation of the projectile. Describe how the plot changes as the timestep, At is
changed, and why. What is the fundamental approximation made in the numerical solution we have implemented? [9 marks]
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